# Question 8: Struct

**Q8.1: Date information includes:**

* **Day of week : 0 for Sunday and 6 for Saturday (unsigned char)**
* **Day: 0..31 (unsigned char)**
* **Month: 0..12 (unsigned char)**
* **Year: xxxx (unsigned int)**

**Implement:**

* **Define struct of date**
* **Get date of system and save to a struct instance**
* **Print struct information as format:** 
  + **dow, dd-mm-yyyy**
  + **dd/mm/yyyy**
  + **mm-dd-yyyy**

**dow dd.mm.yy**

**code:**

#include<iostream>

#include<ctime>

using namespace std;

char \*DoW[] = { "Sunday","Monday","Tuesday","Wednesday","Thursday","Friday","Saturday" };

struct Date {

unsigned char Day0fWeek, Day, Month;

unsigned int Year;

};

void showDate(const Date &date) {

cout << DoW[date.Day0fWeek] << ", "

<<(date.Day<10?"0":"")<<(int) date.Day << "-"

<< (date.Month<10 ? "0" : "") << (int)date.Month+1

<< "-" << date.Year << endl;

cout << (date.Day<10 ? "0" : "") << (int)date.Day

<< "/" << (date.Month<10 ? "0" : "") << (int)date.Month + 1

<< "/" << date.Year << endl;

cout << (date.Day<10 ? "0" : "") << (int)date.Day

<< "-" << (date.Month<10 ? "0" : "") << (int)date.Month + 1

<< "-" << date.Year << endl;

cout << DoW[date.Day0fWeek] << " "

<< (date.Day<10 ? "0" : "") << (int)date.Day

<< "."<< (date.Month<10 ? "0" : "") << (int)date.Month + 1

<< "." << date.Year%100 << endl;

}

#pragma warning(disable: 4996)

int main() {

Date date;

tm \*ptm;

time\_t stime;

stime = time(NULL);

ptm = gmtime(&stime);

date.Day = ptm->tm\_mday;

date.Day0fWeek = ptm->tm\_wday;

date.Month = ptm->tm\_mon;

date.Year = ptm->tm\_year+1900;

showDate(date);

return 0;

}

**Q8.2: Use struct of 8.1. Implement:**

* **Print size of struct.**
* **Declare year in second (dow, year, day, month), and print size of struct. Draw diagrams to explain the result.**
* **Build project with 1 byte alignment, print size of struct in two above cases and explain the result.**

**Code:**

#include<iostream>

#include<ctime>

using namespace std;

struct Date {

unsigned char Day0fWeek, Day, Month;

unsigned int Year;

};

int main() {

Date date = { 1,18,6,2018 };

cout<<sizeof(Date) << endl;

cout << sizeof(date) << endl;

return 0;

}

Mặc định:
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Build project với 1 byte alignment:

![](data:image/png;base64,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)

Trước khi dịch:

|  |  |  |  |
| --- | --- | --- | --- |
| Day0fWeek | Day | Month | Year |

**0 1 2 3**

Căn chỉnh 4 bytes:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Day0fWeek | Day | Month | **pad** | Year |

**0 1 2 3 4**

**=>** sizeof(date) = 8.

Với căn chỉnh 1 byte:

|  |  |  |  |
| --- | --- | --- | --- |
| Day0fWeek | Day | Month | Year |

**0 1 2 3**

=> sizeof(date) = 7.

**Q8.3: Use struct of 8.1. Implement:**

* **Constructor with dow, day, month, year.**
* **Implement function check valid date (valid of dow, day, month year).**

**Code:**

#include<iostream>

#include<ctime>

using namespace std;

char \*DoW[] = { "Sunday","Monday","Tuesday","Wednesday","Thursday","Friday","Saturday" };

struct Date {

unsigned char Day0fWeek, Day, Month;

unsigned int Year;

void showDate();

Date(unsigned char dow = 1, unsigned char day = 1, unsigned char month = 1, int year = 2000);

bool checkValidDate();

};

#pragma warning(disable: 4996)

int main() {

Date date(5, 9, 5, 1997);

if (date.checkValidDate())

date.showDate();

else

cout << "ngay nhap vao khong chinh xac !" << endl;

return 0;

}

void Date::showDate()

{

cout << DoW[Day0fWeek] << ", "

<< (Day < 10 ? "0" : "") << (int)Day << "-"

<< (Month < 10 ? "0" : "") << (int)Month

<< "-" << Year << endl;

cout << (Day < 10 ? "0" : "") << (int)Day

<< "/" << (Month < 10 ? "0" : "") << (int)Month

<< "/" << Year << endl;

cout << (Day < 10 ? "0" : "") << (int)Day

<< "-" << (Month < 10 ? "0" : "") << (int)Month

<< "-" << Year << endl;

cout << DoW[Day0fWeek] << " "

<< (Day < 10 ? "0" : "") << (int)Day

<< "." << (Month < 10 ? "0" : "") << (int)Month

<< "." << (Month < 10 ? "0" : "") << Year % 100 << endl;

}

Date::Date(unsigned char dow, unsigned char day, unsigned char month, int year)

{

Day0fWeek = dow;

Day = day;

Month = month;

Year = year;

}

bool Date::checkValidDate()

{

if (Day0fWeek > 6 || Day > 31 || Month > 12) return false;

return true;

}

**Q8.4: Student information include**

* **name (char \*)**
* **id (int)**
* **score (float) (0 to 10)**

**Implement:**

* **Struct of student.**
* **A class room is included ten students. (List of student is stored in an array).**
* **Implement a function to input the student information (check if duplicated student ID, and value of score must be in range).**
* **Sort list of student by score.**

**Code:**

#include<iostream>

#include<iomanip>

using namespace std;

#define max 10

#pragma warning(disable: 4996)

struct Student {

char Name[30];

int Id;

float Score;

Student(char name[]="", int id=0, float score=0);

void show();

};

void Input(Student s[], int sl);

void sort(Student s[], int sl);

int main() {

Student Class[max];

int sl = 4;

Input(Class, sl);

cout << "\*\*\* Danh sach sinh vien \*\*\*" << endl;

for (int i = 0; i < sl; i++)

Class[i].show();

cout << "sap xep giam dan theo diem " << endl;

sort(Class, sl);

for (int i = 0; i < sl; i++)

Class[i].show();

return 0;

}

void Input(Student s[], int sl)

{

for (int i = 0; i < sl; i++) {

bool check;

do {

check = false;

cout << "Nhap id: ";

cin >> s[i].Id;

for (int j = 0; j < i; j++) {

if (s[j].Id == s[i].Id) {

cout << "id sinh vien da ton tai" << endl;

check = true;

break;

}

}

} while (check);

cout << "Nhap ten: ";

rewind(stdin);

gets\_s(s[i].Name, 30);

do {

cout << "Nhap diem: ";

cin >> s[i].Score;

} while (s[i].Score < 0 || s[i].Score>10);

}

}

Student::Student(char name[], int id, float score)

{

strcpy(Name, name);

Id = id;

Score = score;

}

void Student::show()

{

cout << setw(6) <<left<< Id << setw(30) << left << Name << setw(4) << Score << endl;

}

void sort(Student s[], int sl)

{

for (int i = 0; i < sl - 1; i++) {

for (int j = sl-1; j >i; j--) {

if (s[j].Score > s[j - 1].Score) {

Student a = s[j];

s[j] = s[j - 1];

s[j - 1] = a;

}

}

}

}